**ICM Coding Exercise:**

OS: Cent OS

Programming language: C

1. install gcc compiler:

**sudo yum group install "Development Tools"**

1. Verifiy Version:

**gcc -v**

1. copy poker\_win.c in home directory:
2. compile to get binary:

**cc poker\_win.c -o poker\_win**

![](data:image/png;base64,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)

1. Execute binary with input file:

**./poker\_win <input\_FileName>**
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-----------------

**Data Structure for each player:**

struct card

{

char suit;

int value;

};

struct player

{

int rank;

int reducedList[5];

struct card gameCard[5];

};

struct player gamePlayer[2];

**Function for each combination:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Rank** | **Combination** | **Description** | **Function** |
| 1 | High card | Highest value card | is\_highcard() |
| 2 | Pair | Two cards of same value | is\_onepair() |
| 3 | Two pairs | Two different pairs | is\_twopair() |
| 4 | Three of a kind | Three cards of the same value | is\_threeofkind() |
| 5 | Straight | All five cards in consecutive value order | is\_straight() |
| 6 | Flush | All five cards having the same suit | is\_flush() |
| 7 | Full house | Three of a kind and a Pair | is\_fullhouse() |
| 8 | Four of a kind | Four cards of the same value | is\_fourofkind() |
| 9 | Straight flush | All five cards in consecutive value order, with the same suit | is\_straight\_flush() |
| 10 | Royal Flush | Ten, Jack, Queen, King and Ace in the same suit | is\_royal\_flush() |

**Sudo Code:**

Read the input file:

For each Line in input file;

Start loop:

Populate gameplayer[0..1]. gamecard[0..4].value ;

Populate gameplayer[0..1]. gamecard[0..4].suit;

Sort gameplayer[0..1]. gamecard[0..4].value; // Descnding order

Call **Combination function**

Populate gameplayer[0..1].rank;

Populate gameplayer[0..1].reducedList[0..4];

Compare rank;

If rank of Playe1 == Player ==2

Compare the gameplayer[0].reducedList[0..4] and gameplayer[1].reducedList[0..4]

Update player1 / Player2 counter corrodingly

End loop

Print Result;